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Abstract

The development of complex, data-intensive web applications is becoming simpler due to the usage of content management systems. Conventional information systems development methods as well as web application development methods do not cover the needs of a method for web content management implementations. In this research we apply an assembly-based situational method engineering approach to develop a new design method, called WebEngineering Method (WEM). First, implementation situations are identified, then, candidate methods are selected and finally, a new method of useful method fragments is assembled. By using route map configuration, we tune the method fragments to obtain situationality. A meta-modeling technique is proposed that integrates UML activity diagrams and class diagrams for the purpose of analyzing existing methods and assembling the new method. The method developed was validated in a case study, which consisted of a technology testing web application at a large telecommunication organization in the Netherlands. The case study results were very promising, but more case studies are required to refine the method.
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1 Introduction

A large number of information system development methods are available. Next to established methods like entity-relationship modeling (Chen, 1976) and the more recent Unified Process (Jacobson, Booch & Rumbaugh, 1999), several methods and techniques for developing Web applications have been developed. Examples are WebML (Ceri, Fraternali and Bongio, 2000), UWE (Koch, 2001) and W2000 (Baresi, Garzotto, and Paolini, 2001). These methods show significant influences from information systems development methods. This is not surprising since web applications can be seen as a subtype of information systems (Souer, et al. 2005). Gnaho (2001) acknowledges this in his definition of Web applications: a Web application is an Information System providing facilities to access complex data and interactive services via the Web which changes the state of business.

Using data-intensive Web applications raised new problems concerning consistency, navigation, data duplication, content audit and control, tracking of content and mapping the website workflows on the business processes (Vidgen, Goodwin and Barnes, 2001). The solution to these problems was found in content management. A content management system (CMS) makes it possible to create, archive, search, control and publish information from within a flexible and integrated environment (Burzagli, et al., 2004). A special type of content management systems
are CMS-based Web applications, which are defined as Web applications for the
management and control of information (Souer, et al., 2005). Examples are GX
WebManager, FatWire Content Server and Tridion Web Content Management
Edition.

In this paper we concentrate on the implementation of CMS-based Web
applications. To our knowledge, in academic and professional literature no specific
methods on this subject exist. Currently, established information system and Web
application development methods are being used, but these methods are not able to
cover specific content management aspects.

1.1 Method Engineering
Kumar and Welke (1992) state that “there is no detailed information systems
methodology which is the best in all situations”. They introduced a solution to this
problem, method(ology) engineering, which describes the engineering of information
systems development methods, by taking into account the uniqueness of a project
situation. In addition, Brinkkemper (1996) defined method engineering as “the
engineering discipline to design, construct and adapt methods, techniques and tools
for the development of information systems”.

Van Slooten and Brinkkemper (1993) introduced route maps, where method
fragments are combined to form new methods. Route maps can be used to tune the
method into situational methods (Van Slooten and Hodes, 1996; Aydin and Harmsen,
2002).

Rossi et al. (2000) mention the development of UML extensions as a reaction to
the abundance of variants of UML for special purposes as a prime example of
successful situational method engineering. Also Dietsch (2002) showed that
situational method engineering can be used as an appropriate approach for solving the
problem to finding the right method.

Recent research in the method engineering area is done by Ralytė, Deneckère and
Rolland (2003). They developed a generic process model for situational method
engineering. This process model contains three approaches: (a) the assembly-based
strategy, based on the reuse of method components extracted from existing methods
and stored in some method base; (b) the extension-based strategy, used for extending
a method by applying extension patterns; and (c) the paradigm-based strategy, when a
new fresh method must be constructed either by abstracting from a given model or by
instantiating a meta-model (Ralytė, Deneckère and Rolland, 2003).

Karlsson and Ågerfalk (2004) use method configuration to adapt a particular
method to various situated factors. The difference with assembly-based method
engineering is that the focus is on one method which is configured in a particular
situation, instead of using a set of methods as a base for assembly.

1.2 Existing Web Application Development Methods
Since no methods for the development of implementations of CMS-based Web
applications exist, we studied the field of web application methods.

The first method we describe is the Unified Software Development Process
(Unified Process), which is “a generic process framework that can be specialized for a
very large class of software systems, for different application areas, different types of
organizations, different competence levels, and different project sizes” (Jacobson,
Booch & Rumbaugh, 1999). The Unified Process is actually an information systems
development method, instead of a Web application design method. Nevertheless, we mention it since a) its commercial instance, the Rational Unified Process, has emerged as a de facto standard software development process (Larman, Kruchten and Bittner, 2001); and b) it has had a significant influence on later developed web application design methods. Distinguishing features are captured in the following key words: use-case driven; architecture centric; and iterative and incremental. The lifecycle consists of 4 phases, namely inception, elaboration, construction and transition. In the four phases five core workflows are addressed, which are: requirements, analysis, design, implantation and test.

Since 1998, several methods and techniques specifically for designing Web applications have been developed. First of all, in 1998 the Website Design Method was developed by De Troyer and Leune. WSDM is a user-centered method for the design of kiosk Web Sites. A kiosk Web site mainly provides information and allows users to navigate through that information (De Troyer and Leune, 1998). The two basic characteristics of WSDM are the audience driven approach, and the explicit conceptual design phase. The conceptual design can be performed by using techniques like OMT or E-R modeling.

Subsequently, Sauer and Engels (1999) proposed the UML Extension for Modeling Multimedia Applications. They define a multimedia application as an application that combines at least two media objects and shows time-dynamic behavior. Aspects of the application which are covered in this extension are: (a) logical structure; (b) spatial presentation; (c) predefined temporal behavior; and (d) interactive control. Another extension was developed by Baumeister, Koch & Mandel (1999). They propose this UML Extension for Hypermedia Design, because the diagrams of UML are not sufficient to model aspects as navigational space and graphical representation.

Koch (2001) proposed the UML-based Web Engineering (UWE) approach. This approach is object-oriented, visualized with UML and based on the Unified Process. UWE is a systematic, prescriptive, user-centric, UML-based, iterative and incremental method for adaptive hypermedia systems (Koch, 2001). Brusilovsky, as cited in Koch (2001), provides the following definition of adaptive hypermedia systems: “hypermedia systems which reflect some features of the user in a user model and use this model by adapting various visible aspects of the system to the user”. UWE covers the full development process, divided in requirements analysis, conceptual, navigation and presentation design (Koch, 2001).

WebML is a notation for specifying complex web sites at the conceptual level (Ceri, Fraternali and Bongio, 2000). Its specification consists of four perspectives: (a) the structural model; (b) the hypertext model; (c) the presentation model; and (d) the personal model. It is not based on UML, but it is compliant with it. It does not propose a new language for data modeling, but is compatible with existing notations such as E-R modeling and UML. Also, WebML supports XML syntax, which can be used by software generators.

Finally, W2000 is a framework for designing web applications based on the preexisting assets UML and HDM (Baresi, Garzotto, and Paolini, 2001). According to the authors, the integration between UML and HDM consists in (1) defining several stereotypes and customizations of diagrams to render HDM with UML; (2) specifying guidelines to use UML as a way to specify some of the dynamic and operational aspects of web applications; and (3) refining use case diagrams to describe high-level
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user requirements, related to both functional and navigational aspects (Baresi, Garzotto, and Paolini, 2001).

1.3 Research Question

Over the years Web applications have evolved in, and make use of, CMS-based Web applications. Since the existing web application development methods do not cover content management aspects, there is a need for methods for developing CMS-based Web applications. This led us to our research question: “How should a design method be constructed for the process of implementation of CMS-based Web applications?”

We use assembly-based situational method engineering to develop the new design method. The advantage of this method is that we can reuse relevant, established method fragments of existing methods. In this way, an optimized method for every implementation situation is being developed. A modeling technique that integrates activity diagrams and class diagrams is developed for the purpose of analyzing existing methods and assembling new methods.

The primary measure of success of a software system is the degree to which it meets the purpose for which it was intended (Nuseibeh and Easterbrook, 2000). Hence, requirements analysis is an important part of the development process. Also in implementing CMS-based Web applications, requirements analysis is important. Lowe and Henderson-Sellers (2001), for example, highlighted the need for a design-driven requirements process that structures the way in which design activities for Web systems can be linked to the clarification of requirements through an appropriate model of domain uncertainty. Also, Escalona and Koch (2004) state that “Web applications require a more extensive and detailed requirements engineering process due to the number of stakeholders involved and due to the diversity of the requirements including among others requirements on the navigation and on the business processes as well as Web usability”. Therefore, the focus in this article is on the first phases of the development process where requirements are identified, described and validated.

The paper is organized as follows. In section two the process of method engineering is described. Then, in section three, we propose our situational method for CMS-based Web applications. In section four, the validation is described and finally, the conclusions are covered in section five.

2 Assembly-Based Situational Method Engineering

2.1 Approach

The approach to situational method engineering described in most literature is quite clear. Brinkkemper (1996) recognized the following steps: (1) characterization of the project, (2) selection of method fragments (that are stored in a method base), and (3) assembly of method fragments. The experience gained in this process is new input for the method base. Saeki (2001) states that the simplest way to construct a new method is first to put meaningful method fragments in a method base, then to select useful method fragments from this method base, and finally adapt and integrate them in a new method. Ralytė, Deneckère and Rolland (2003) have developed the assembly-based process model for situational method engineering. This model describes three steps to develop a new situational method. The steps are: (1) specify method requirements, (2) select method fragments and (3) assemble method fragments.
In the described research it is either assumed that the method base with method fragments is already filled, or that the methods that are to be stored in the method base are already selected. In case of developing methods for a relatively new information systems field, in this case CMS-based Web applications, the method base needs to be filled first. Therefore, we propose the following steps to develop a new situational method for implementing CMS-based Web applications:

1. Analyze implementation situations and identify needs.
2. Select candidate methods that meet one or more aspects of the identified needs.
3. Analyze candidate methods and store relevant method fragments in a method base.
4. Assemble a new method from useful method fragments and use route map configuration to obtain situational methods.

This process is supported by a meta-modeling technique, especially developed for method engineering purposes. This technique, in which a process-data diagram is built, is used in analyzing, storing, selecting and assembling the method fragments.

First, we will outline the meta-modeling technique that is used to support the selection and assembly process. Then, in the next section, the steps of the process model are exemplified by bringing them into practice.

### 2.2 Meta-Modeling Technique

The technique developed to model the activities and artifacts in the development process is a meta-modeling technique, expressed in process-data diagrams. Saeki (2003) proposed the use of a meta-modeling technique for the purpose of attaching semantic information to the artifacts and for measuring their quality using this information. In this research the meta-modeling technique is adopted and adjusted to reveal the relations between activities (the process) and data (the deliverables that are produced in the process) of the development method. This makes it possible to fragmentize methods and to configure both the process and data part of a (situational) method.

A process-data diagram consists of two integrated meta-models. The left-hand side is a meta-process model based on a UML activity diagram (OMG, 2003), and the right-hand side is a meta-data model is based on a UML class diagram (OMG, 2003). In Figure 1 the integration of both meta-models, which results in a process-data diagram, is shown. The dotted arrows indicate which concepts are created or adjusted in the corresponding activities.
Some unique adjustments to the standard UML notation as described by the OMG (2003) in both the activity diagram side and class diagram side have been made.

The first adjustment is the use of unordered activities. Unordered activities are used when sub-activities within an activity do not have a pre-defined sequence in which they need to be carried out. This construction is very useful. An example is describing the product vision, which consists of the sub-activities describing the background, goals, assumptions, features and scope. No pre-defined sequence needs to be followed through these sub-activities. In Figure 1, activity two is illustrated as containing three sub-activities. Sub-activity four is sequential and sub-activities five and six are unordered. Note that the fragmentation of the method is performed according to the decomposition of activities.

Another adjustment is the use of three different types of concepts. We need these different types to indicate whether a concept is standard or complex. The difference between both concepts is that a standard concept does not contain any sub-concepts and a complex concept does. For the purpose of abbreviation it is sometimes better to not depict the sub-concepts of a complex concept. Altogether we use three different types of concepts:

- **Standard concept**, which contains no further (sub)concepts. A standard concept is visualized with a rectangle. An example of a standard concept is visualized in Figure 2, namely the concept **actor**. This concept contains no further (sub)
concepts. However, it is possible that an actor can possess several attributes. Another example of a standard concept is a term in a glossary.

- **Open concept**, which is an expanded complex concept that consist of a collection of (sub) concepts. An open concept is visualized with an open shadow. In Figure 2, *use case model* is represented as an open concept. The use case model is an open concept and consists of one or more actors and one or more use cases. Other examples of open concepts are a domain model, consisting of several terms (or concepts) and relations.

- **Closed concept**, which is an unexpanded complex concept that consist of a collection of (sub) concepts. A closed concept is visualized with a closed shadow. *Use case* in Figure 2 is an example of a closed concept. Note that the context of which it is modeled is important. A use case is detailed in a use case description, which has a flow of events, conditions, special requirements, etc. Also, a use case can have a priority. Because in this case we decided it is unnecessary to reveal that information, the use case is illustrated with a closed concept. Another example of a closed concept is a class diagram. For this concept, the same holds as for the use case diagram.

![Diagram](Diagram.png)

**Figure 2:** Example of standard, open and closed concepts

3 GX WebEngineering Method

3.1 Introduction

The research described in this work is carried out at GX creative online development, a web technology company in the Netherlands. GX is active in the fields of content management, online application development, and integration of backend systems in portal solutions. The company implements web applications, using GX WebManager, a generic CMS-based web application tool. GX WebManager enables people without a specific technological background in creating, maintaining and integrating several dynamic websites and portals. In addition to their product, the company also provides a service, which is creating a web application ‘around’ the CMS-based Web application. The development of this web application is currently carried out by a proprietary method. However, the need exists to optimize this method in order to save time and money. Also, the need for a standardized web application development method exists, which can be used by implementation partners of the company. Therefore we developed the the GX WebEngineering Method (WEM).

In the next sections, the development of WEM is outlined, following the four steps as described in section 2.1.
3.2 Implementation situation analysis

Brinkkemper (1996) as well as Kumar and Welke (1992) stress the importance of distinguishing development situations. In this research, we use the term *implementation situations*, since the project deals with the implementation of a CMS-based Web application. Consequently, the first step in the method engineering process is to analyze the projects, categorize them in implementation situations, and identify their specific requirements. The categorization of implementation situations is based on their distinguishing characteristics.

Karlsson (2002) followed a similar process as Brinkkemper (1996) and Kumar and Welke (1992) in abstracting projects into development situations, but for the purpose of method configuration. He defined a characteristic of a development situation as: “a delimited part of a development situation, focusing on a certain problem or aspect which the method configuration aims to solve or handle”. We use this definition to define a characteristic of an implementation situation, that is: “a characteristic is a delimited part of an implementation situation, focusing on a certain problem or aspect which the method aims to solve or handle”.

In 2004 GX completed about 80 implementations. These projects vary in size, sector and type. The number of employees of the customer organizations ranges from a few to tens of thousands of employees. These implementations have been executed in a range of industries, like services, sports organizations, publishing companies, media, government, education, knowledge centers, and health care. Resulting from artifact research and semi-structured interviews, we concluded that three kinds of implementation situations exist at GX: standard, complex and migration projects. The latter one was easy to identify. When a large amount of content from an existing Web application needs to be migrated to the new Web application, this is classified as a migration development situation. However, the difference between standard and complex implementation situations is more ambiguous.

Kumar and Welke (1992) and Van Slooten en Hodes (1996) mention several characteristics for the categorization of development projects that are of importance. In general one can state that these factors are deduced from the context, organization or from technical aspects from the project (Karlsson, 2002). In Table 1 the adopted characteristics per area are described.

<table>
<thead>
<tr>
<th>Area</th>
<th>Characteristic</th>
</tr>
</thead>
<tbody>
<tr>
<td>Context</td>
<td>Dependency (to external activities &amp; conditions)</td>
</tr>
<tr>
<td></td>
<td>Level of innovation (of the applied technology, methods, tools and techniques)</td>
</tr>
<tr>
<td>Organization</td>
<td>Number of stakeholders</td>
</tr>
<tr>
<td></td>
<td>Uncertainty of customer’s expectations by management team</td>
</tr>
<tr>
<td></td>
<td>Uncertainty of development activities by customer</td>
</tr>
<tr>
<td>Technique</td>
<td>Complexity (of functional components)</td>
</tr>
<tr>
<td></td>
<td>Number of relationships (to existing systems)</td>
</tr>
</tbody>
</table>
The characteristics listed in Table 1 can be used to categorize the development situations. Every characteristic can be labeled with a value: high or low. In general we state that the complexity of an implementation situation depends on the amount of characteristics that is labeled with a high value. When more than three of the values are high, it should be categorized as a complex development situation. Otherwise, it is a standard development situation.

In this work we focus on standard and complex development situations. Requirements were obtained by conducting semi-structured interviews with consultants, project managers and software architects; and artifact analysis of existing requirements specifications and project evaluation documents. Several problems were found and translated into overall needs, standard implementation situation needs and complex implementation situation needs. In Table 2 example needs are given for each implementation situation.

**Table 2: Implementation situation needs**

<table>
<thead>
<tr>
<th>Situation</th>
<th>Need</th>
</tr>
</thead>
<tbody>
<tr>
<td>Standard &amp;</td>
<td>The method should deliver a requirements document that is</td>
</tr>
<tr>
<td>Complex</td>
<td>understandable for the customer and informative for the stakeholders at</td>
</tr>
<tr>
<td></td>
<td>GX.</td>
</tr>
<tr>
<td>Standard</td>
<td>Standard project often have a small budget. This implies that the amount</td>
</tr>
<tr>
<td></td>
<td>of time for specifying the requirements is limited. Therefore, the method</td>
</tr>
<tr>
<td></td>
<td>should make it possible to translate the requirements quickly into</td>
</tr>
<tr>
<td></td>
<td>WebManager solutions.</td>
</tr>
<tr>
<td>Complex</td>
<td>A solution has to be found to the problem of changing requirements after</td>
</tr>
<tr>
<td></td>
<td>the contract is signed. Although one can expect the requirements to</td>
</tr>
<tr>
<td></td>
<td>change during the requirements analysis, the customer often does not</td>
</tr>
<tr>
<td></td>
<td>understand that this affects the budget.</td>
</tr>
</tbody>
</table>

### 3.3 Candidate method selection

The following step is the selection of candidate methods from which method fragments are extracted and stored in a method base. After conducting a literature research, we chose to make use of Unified Process (Jacobson, Booch & Rumbaugh, 1999) and UML-based Web Engineering (Koch, 2001).

In choosing the candidate methods, the following considerations were taken into account: (a) the Unified Process is very suitable to divide into fragments and store in a method base; (b) UWE combines the strengths of the Unified Process with several Web-specific characteristics; (c) consultants who are going to use the method are already familiar with RUP, the commercial variant of the Unified Process; and (d) both methods use UML as modeling language, which is the standard notation for modeling object-oriented systems and widely accepted by the software engineering community (Baresi, Garzotto and Paolini, 2000).

### 3.4 Candidate methods analysis

All three methods, GX development process, Unified Process and UML-based Web Engineering, are analyzed by expressing the process in a process-data diagram. From
every method main and sub activities are identified. Each of these activities results in a deliverable, which is represented at the data-side of the diagram.

In Figure 3 is illustrated how a method fragment is visualized. It represents a fragment of the requirements workflow in UML-based Web Engineering. On the process-side, one activity (use case modeling) and four sub-activities can be found. The first sub-activity, find actors and use cases, results in the concepts actor and use case. Next, a priority is given; the use case is detailed by providing it with a description; and, finally, the use cases are structured, which results in the use case model. The use case description is not expanded in this fragment, since the sub-concepts of this complex concept were of no importance in this context.

All process-data diagrams that are produced form the method base, from which fragments are selected to assemble the new method. The complete method base can be found in Van de Weerd, 2005.

3.5 New Method Assembly

Based on the defined implementation situations and requirements, we chose which method fragments to use in the new method. In order to assemble the right method fragments to the implementation situations, the needs of every situation were examined, after which the method fragments were mapped with the implementation situations. We chose to represent the results of the method engineering process as routemaps. The advantage of using routemaps, compared to using different methods per situation, is that it preserves the method from inconsistencies and that updating of the method is easier. The routemaps are static, that is, when an implementation situation is chosen, the route that is followed is definite. However, if usage of WEM indicates that parts of the method are not useful, the routemap can be adapted. Also, when a new implementation situation is identified, a route can be added to the method.

The complete method is divided in six project phases: acquisition, orientation, definition, design, realization and implementation. In Figure 4 the process-data diagram of the definition phase of WEM is illustrated.
Figure 4: New method - Activities in the definition phase
We preferred to show both standard and complex routes in one diagram, to make clear what the differences are between the two implementation situations. Therefore, we omitted the data-side of the diagram. The main activities in the diagram are marked to indicate from which method they origin. A checked pattern indicates that this method fragment originates from the old method at GX; grey indicates that it is a UWE fragment; and, finally, white indicates a Unified Process origin.

The main difference between the standard and complex route is, next to the extensive requirements elicitation and validation, the use of use case modeling. In the complex route this is used to describe the people who will interact with the Web application, as well as how they will interact with the system. In the standard route this is partly handled in the user and domain modeling fragment and partly in the application modeling. In the appendix, the process-data diagrams of the definition phase of both the standard (Figure 5) and complex (Figure 6) routes can be found.

4 Validation

We applied two types of validation: expert validation and a case study. Because of scoping issues, only the definition phase is covered.

4.1 Expert Validation

WEM was developed with input of the requirements management workgroup. The goal of this workgroup was an overall improvement in the requirements process at GX. Members of the workgroup were consultants and project managers of GX and one external consultant. WEM was assessed in this workgroup. Two route maps of the method were validated, namely the standard and complex route maps. The results were positive, for the following reasons:

• The distinction of standard and complex implementation situations was perceived as very useful.
• The use of user and domain modeling in the standard route was seen as very practical.
• Use case modeling the complex route was seen as very useful.

4.2 Case Study

The route map for complex implementation situations was tested in a case study. In the case study the method was used in a project that consisted of building a Web application for a large telecommunication organization in the Netherlands. The purpose of the Web application was to support the testing of new products and services that are offered to a limited group of customers in a limited period of time. Employees of the organization should be able to develop and test a new offer with the application, without the help of GX. Several connections with existing back office systems had to be realized. Also, online payment of the products and services had to be supported. Finally, a special application for the Customer Care department needed to be developed, in order to support this department with customer service.

The project had an estimated budget of 400 man hours. Several stakeholders were involved in the requirements phase of the project. At the side of GX these were: (a) project manager, (b) consultants, and (c) software architect. Stakeholders of the
customer organization were: (a) business project manager, (b) technical project manager, (c) Web department manager, and (d) Customer Care project manager.

4.2.1 Usage of the Method

Before the start of the project, a requirements document template was created. Also, a briefing was given to the consultants and project manager to outline the new method. The requirements analysis was carried out by GX consultants and reviewed by the project manager.

The requirements document consisted of thirty-two pages. The use case model consisted of seven actors, who were connected to seventeen use cases. Eight of these use cases were immediately translated to standard GX WebManager components. The others were more complex and were provided with use case descriptions. One part of the method was omitted, namely the drawing of a class diagram to model the domain, since the use was not necessary in this project.

In an interview, the consultants responded positive to the new method. In comparison to the old method, WEM was more structured and better able to describe complex functionalities. Also, the domain modeling was commented on as being clarifying and useful. A remark was made on the use of a feature list, which was not recognized as useful. Another comment was that use case modeling is time-consuming. However, the budgeted hours for this project were not exceeded.

4.2.2 Evaluation of the Requirements Document

The requirements document was send to the all stakeholders at GX and the customer. At GX, the requirements document was perceived as ‘clear, structured, and with the right level of detail’. All stakeholders agreed that this document was an improvement to former requirements documents. However, the project manager expressed the fear that this method was too time-consuming.

To the project organization project members a survey was send. The questions were divided in several categories. First, questions on the requirements process were asked in the categories (a) structure, (b) team, and (c) general. Then, questions on the requirements document were asked in the categories (a) understandability, (b) correctness, (c) use case modeling, and (d) general.

The answers to the survey appeared to be overwhelmingly positive. On a Likert scale of 1 to 5, where 1 was most negative and 5 most positive, a mean score of 4.4 was received. The given answer ranged from 3 to 5. No significant difference in scores was measured between the “process part” and “document part”.

In summary, the requirements document was ‘understandable and logical’, with the right level of detail. Also, the functionalities described in the use cases perfectly matched the functionalities they wanted to be realized. Use cases were considered to be a great way to describe functionalities, since they are understandable for technical and non-technical project members.

4.2.3 Discussion

Summarizing, the results of the case study were positive. Nevertheless, some comments were made. First of all, only the definition phase was covered, which implies that the acquisition phase was done in the ‘old-fashioned’ way. The most obvious consequence was that the feature list, which should have been created in the
acquisition phase and used in the definition phase, was seen as redundant by the consultants. The customer, however, did not comment on this.

Secondly, all project members at the customer’s organization were familiar with use case modeling. If they were not, the requirements document might have been more difficult to understand.

Using the method may lead to new insights. The developed method is not static, but dynamic. Users of the method should adapt it to their own preferences. When it appears that an activity structurally is omitted, the method should be updated.

5 Conclusions

In this paper an improvement is proposed to the existing method engineering process. The described process helps in developing a method base, consisting of candidate methods that are selected based on how they meet the identified implementation situation needs. Secondly, a meta-modeling technique, resulting in a process-data diagram, for method engineering is developed. By modeling the relations between activities and concepts, it is possible to engineer both process and data part of the method. In the future, this technique should be updated, to keep it consistent with the UML standards.

Looking at the delivered results of the research, a method has been developed and tested for the process of implementing CMS-based Web applications: the WebEngineering Method. This method can be used for standard and complex implementation situations, by following the described route maps. Since no such method existed, this research is an important addition to the existing information systems and Web development methods.

A limitation on WEM is that only the acquisition, definition, orientation and analysis phases are covered. In addition, only the definition phase has been validated. However, the results were promising. In future work, the method should be expanded and refined, based on experiences in executed projects. Also, besides the Unified Process and UML-based Web engineering, other relevant methods can be analyzed to improve the method base.

Finally, a challenge lies in the integration of the method in GX WebManager. As the content management system itself is capable to store structured documents, it makes sense to integrate the WEM design method as an extension to the WebManager product. This strategy is similar to the extension of the Oracle DBMS with Oracle CASE tools, or of the Baan ERP software with the Dynamic Enterprise Modeling (DEM) tooling (Brinkkemper, 1998).
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**Figure 5**: Process-data diagram of the standard definition phase
Figure 6: Process-data diagram of the complex definition phase